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Preface

| was first introduced to version control (and CVS) in college, about the same time | was
introduced to Linux. At that time though, most of the projects | worked on were small
and generally involved only a couple of developers. So, although version control would
have been useful, | never took the time to really use it; my knowledge of CVS remained
limited to what little | needed to know to check out the occasional bleeding-edge project
on Linux (which seemed necessary a little more often in those days). As my college career
progressed, the projects | worked on became more involved, and | began to learn about
“software engineering.” The instruction | received on software engineering never really
covered version control in any depth though, and despite the increased size of the software
projects | was working on, | never delved into using a version control system to keep
track of things. | wanted to; | thought CVS was a neat idea. | just never invested the time
necessary to learn how to set it up and use it. Then came my first major team project.
It was a real-world project, with real-world clients, and its completion was required for
graduation. Finally, | had an excuse to really give version control a try. | presented the case
for CVS to my teammates and (although there was some small resistance) convinced them
that we needed to use it. It was a success. By the end of the project, | was fully sold on the
necessity of version control in any future projects, however big or small. | loved CVS.

After school came the real world, and the love affair with CVS didn't last long. As |
learned (mostly through trial and error) how version control systems should be used, CVS
steadily became more and more inadequate. | could see its potential, but it didn’t measure
up. Code was lost, fits were thrown, and hair was pulled. Still, CVS was the best free, open
source version control system out there, and as an entrepreneur trying to keep a start-up
company going, free was a required feature. Then someone told me about a new version
control project called Subversion, so | went to its site and took a look. It seemed intriguing,
but it wasn’t quite up to the point where | could trust it for my code—and | barely had time
to eat back then, so getting involved in the project’s development was out of the question.
Instead, Subversion went on my back burner and | moved on to other things.

Several months down the road, | saw that Subversion had become self-hosting. “Well,”
| thought, “If they trust it with their own code, maybe it's time to take another look.”
Rolling up my sleeves, | sat down to play around with it. Once again, | had fallen in
love. Subversion was everything CVS could have been. It was stable, it was flexible, and

XVil
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it didn’t eat my code. Thus, after a suitable period of testing, CVS was unceremoniously
chucked and replaced by Subversion. I've never regretted the change. In fact, the only
thing regrettable is the hours of my life wasted fighting with CVS.

Writing the Book

When | was first approached about writing a book on Subversion, my first thought was,
“Why?” There’s already an excellent Subversion manual, written by several of the principle
Subversion authors (who presumably know more about Subversion’s inner workings than |
do), and it's freely available at that. So, | almost turned down the opportunity to write this
book because | couldn’timagine why anyone would want to read it. What could | possibly
add that wasn'’t already written? Then | got to thinking back to my college days, when |
learned version control through trial and error (mostly error). | had the manual to CVS,
but it covered how to use CVS, not how to use version control. It was a good manual, it
just wasn't complete. The Subversion manual is similar; although it is far, far better than
the documentation available for CVS, it's still primarily a technical manual. As a technical
manual, it is excellent. As a guide to realizing Subversion’s full potential in relation to your
software development project, it isn’t complete. Therefore, I've written this book to be the
guide | never had when | was learning how to use version control.

Of course, this book aims to cover the nuts and bolts of Subversion as completely
as possible—you can’t very well use Subversion to develop software if you can’t use
Subversion—but it does so in the context of how to do the things you want to do in day-
to-day software development. The book also goes a step further: It explains how to expand
on the built-in capabilities of Subversion to make the system work for you. In some places,
that takes the form of example scripts or configurations. In others, it is merely ideas that
you can expand to figour software development process. This is not a book to sell a pro-
cess. | do make suggestions here and there of what | think will work in certain situations,
but you don’t need to buy into my “exhalted process” to get the most from this book. In-
stead of showing you how you should develop your software, | show you how Subversion
can make your process easier.

The Layout of the Book

The book is split into five sections, each covering Subversion from a different perspective.

Part I: An Introduction to Version Control and Subversion

This first part looks at Subversion from the beginner’s perspective. It explains what version
control is, why it is useful, and how Subversion fits into the version control world. It shows
you how to install and set up Subversion, and it walks you through Subversion’s essential
features.

Chapter 1 Anintroduction to the essential concepts that make up a version control system.
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Chapter 2 An introduction to Subversion’s features and how they compare to some other
common version control systems.

Chapter 3 A basic guide to installing Subversion on Linux, Windows, and Mac OS X.

Chapter 4 A tutorial walkthrough of Subversion, from creating your first repository to
basic branching and merging.

Part Il: Subversion from a Client User’s Perspective

The second part of the book examines Subversion from the perspective of the client user. It
takes a detailed look at using the most important Subversion client commands, as well as
properties, user configuration, and integration with a variety of external tools.

Chapter 5 Walk through a Subversion working copy and the commands used to interact
with it. Most of the common Subversion client commands are covered in this chapter.

Chapter 6 How to use the Subversion tools to work with properties attached to versioned
files.

Chapter 7 A look at Subversion client configuration and customization for an individual
work environment.

Chapter 8 An overview of many of the client tools that Subversion can integrate and in-
teract with.

Part Ill: Subversion from an Administrator’s Perspective

This is a look at Subversion from the admin’s perspective. In this section, | talk about
repository administration and organization. | show how to use automation to help integrate
Subversion into your development process, and | examine the nuts and bolts of such things
as repository security and migration from another version control system.

Chapter 9 Tips on repository organization, as well as how to migrate an old repository to
Subversion with minimal loss of history and metadata.

Chapter 10 Basic repository administration: security, backup, and repository maintenance.

Chapter 11 An in-depth look at automation in Subversion, using hook scripts, metadata,
and the Subversion API. Includes a number of example scripts that you can use in
your project.

Part IV: The Software Development Process

This part takes a look at Subversion from the project manager’s perspective. It looks at the
software development process and how Subversion can fit into a variety of different types
of projects, with many different policies and philosophies.
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Chapter 12 An overview of different policies adopted by many development projects and
how Subversion can be used to complement those policies.

Chapter 13 An examination of the software development process and how Subversion can
be integrated into that process.

Chapter 14 Case studies that examine both archetypal and real-world projects and their
use of Subversion.

Part V: Reference

The final section is a Subversion command reference. When you need to look up something
quickly, it can be difficult to sift through paragraphs of expositional language. This section
takes the essential technical information from the Subversion commands and makes it easy
to find quickly.
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Chapter 1

An Introduction to
Version Control

“Hey, Jane, could you send me a copy of those changes you made last Tuesday?”
“Bob, this function doesn’t work anymore. Did you change something?”

“Sorry, | can’t seem to find those old classes. | guess you'll just have to re-implement
them.”

“Ok, we've all been working hard for the last week. Now let's integrate everyone’s
work together.”

Do any of these comments sound familiar? If you've ever worked on a disorganized
project, they may very well be frighteningly common. They're key indicators of a process
where information is not under control, and in software development, information control
is crucial to a successful project. It is crucial because that's what software development is.
Any nontrivial software project is a complex system, often involving numerous different
developers. For all of those developers to accomplish something, they must know what they
need to accomplish, and that is very difficult to accomplish without controlled distribution
of information between developers.

Organized software development involves a large bag of tools and techniques. At the
core of those tools is the ability to keep the source code—without which, software devel-
opment is simply nothing—maintained and accessible to the people who need that access.
Enter the version control system, which assumes the role of tracking, maintaining, and
storing the revision history of a development project’s source.

Version control is not a simple task, nor are all version control systems created equal.
In the world of open source, the Subversion version control system is rapidly emerging as
a major contender for not only open source development projects, but also small, medium,
and maybe even a few large software companies. For instance, the open source Samba
project has begun using Subversion, as has the Apache Software Foundation. Additionally,
although there are no numbers showing just how many commercial companies are using
Subversion, the Subversion Web site contains numerous testimonials from users who have
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successfully deployed Subversion in a commercial setting. Also, according to Jason Rob-
bins attigris.org (the site hosting the Subversion project), the version 1.0 release of
Subversion in February of 2004 sparked an enormous increase in downloads of Subversion
(more than 29,000 in May, 2004, for example).

To help you to make the most of this rising star, | will not just show how to use Sub-
version in this book. | will instead show you how to use Subversion effectively as a core
part of your software development process, through examples and explanations of things
you will actually do during real-world, every-day usage of the system, as well as ideas for
integrating Subversion into your total development process.

Before learning how to use Subversion, it is imperative that you have a solid grasp of
the basic concepts of version control. If you have used a version control system extensively
before, you may want to skip to Chapter 2, “An Introduction to Subversion.” If you would
like to learn more about what typical version control systems can do, and how they can
benefit your process, please read on.

1.1 What Is Version Control?

Most major software development projects involve many different developers working con-
currently on a variety of (overlapping) sets of files, over a long period of time. Itis therefore
critical that the changes made by these developers be tracked, so that you can always tell
who is responsible for any changes, as well as what your source files looked like an hour
ago, a week ago, or a year ago. Furthermore, it's just as important (if not even more impor-
tant) to be able to merge the contributions of those many developers into a single whole.
This is where a version control system comes into play.

The basic functionalities of any version control system are to keep track of the changing
states of files over time and merge contributions of multiple developers. They support this,
for the most part, by storing a history of changes made over time by different people. In this
way, it is possible to roll back those changes and see what the files looked like before they
were applied. Additionally, a version control system will provide facilities for merging the
changes, using one or more methods ranging from file locking to automatic integration of
conflicted changes.

1.2 Why Use It?

You know what version control is; why do you need it? Especially for a small team project,
what benefit does a good version control system provide that outweighs the cost of setting
up and learning how to use it? Let’s look at some of the reasons why version control is
critical in any development project, small or large.

1.2.1 Data Integrity

A good version control system helps to protect the integrity of your data. By keeping a
revision history, there is no worry that if code is removed in an edit on one day, it will be
lost when it is determined a week later to have in fact been necessary.
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Having a central project repository can also help with data backup. If developers regu-
larly commit their data to the versioning system, it can be backed up nightly in one chunk
and offloaded to backup storage, with few worries that weeks worth of unfinished data will
be sitting on a developer’s desktop, waiting for the inevitable hard drive failure.

1.2.2 Productivity

By freeing developers from the drudgery of by-hand integration of work, a version control
system can greatly increase productivity. As projects grow larger than one or two people,
even the most well organized of processes will lose countless man hours toward integrating
the work of multiple developers. With a version control system, developers are able to test
changes against the latest work of their peers, identifying and fixing conflicts before they
become unmanageable. They are also able to experiment more easily, free to branch and
modify code without worrying about whether their changes will affect the stability of the
main project or the work of others. If an experimental change breaks something, it can
quickly and easily be rolled back or compared with the original code to see what changed.

A version control system also protects against productivity lost to re-implemented
work, not only by avoiding losses of data that was incorrectly deemed to be unneces-
sary, but also by making each developer’s work readily available to other developers on
the project. If developers are able to easily see where the others working on the project are
going with their work, they will be less likely to duplicate effort. Even in a well-organized
project, it can be easy for two developers working on closely related sections to acciden-
tally implement the same piece of functionality. If all developers regularly commit their
work to a repository, this becomes much less likely to happen.

1.2.3 Accountability

In any development process, it is important to know exactly who added each bit of code
to a project, as well as when they did it, and who has made modifications since then. This
sort of fine-grained accountability is important not only for technical reasons (for example,
who to go to if a section needs to be fixed), but also for purposes of legal defense. In re-
cent times, there have been a number of high profile cases, involving both open source and
closed source projects, that have hinged around allegations of source code being illegiti-
mately placed into other projects. In light of the potential liability that the maintainers of a
project could have in these sorts of cases, having a version control system that makes each
contributer accountable for his own contributions seems to be a prudent precaution to take,
especially if you are maintaining an open source project, where little may be known about
the contributer, and money to fight a legal battle may be tight or nonexistent.

1.2.4 Software Engineering Process Support

Good software (even open source projects) are developed with a software engineering pro-
cess. By software engineering, | mean the application of disciplined development policies
aimed at ensuring that the end product of the process will meet the desired goals in a timely
manner, and with the highest possible standards of quality.
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A good software engineering process involves a number of different processes and poli-
cies, such as good overall project design, peer review of project components, tracking of
bugs and other issues, and quality assurance testing. None of these are explicitly supported
by most version control systems, but many version control system features (such as hook
scripts and logs) can be an important tool in supporting a project’s software engineering
policies. For example, a version control system (VCS) may be set to automatically e-mail
an issue tracking system in order to report a bug fix, or a system could log peer reviews,
and through the use of hook scripts, disallow any code that hasn’t been peer reviewed to be
merged onto the project’s main source trunk.

1.2.5 Development Branching

As projects progress over time, branches will naturally occur. Old releases will need to be
supported with bug fixes. New projects may be spun off from existing code bases to serve
emerging markets. Whatever the reason, branches will happen, and unless the relationship
between branches is carefully maintained, they will tend to diverge irreconcilably. Issues
that are fixed in one branch will go unfixed in another. Features implemented in a diver-
gent branch will be unusable in the main trunk. In general, keeping even a semblance of
consistency between different branches of development will be a maintenance nightmare.

If used in an organized and consistent manner, the branching features built into most
version control systems can greatly reduce the headaches associated with maintaining di-
vergent branches of development on a project. By using the commit logs generated by the
system, as well as its capability to merge changes from one branch to another, changes that
are applicable to multiple branches can be cleanly implemented on a single branch and then
applied to the other branches. Similarly, a new feature added to a branch can be migrated
to other branches where it may be useful.

1.2.6 Record Keeping

A version control system will help to enforce policies that can ensure a project keeps quality
records for later use. In addition to the aforementioned records of who committed each
change, repository commit logs are invaluable for storing plain-English descriptions not
only of what changes were made in a given commit, but why they were made. In many
cases, commit logs can even be verified against certain patterns, to enforce guidelines for
logs entries that are in place for the project.

In addition to providing a record of what has gone into each commit, logs kept by a
version control system can be used for a variety of applications. For example, they could
be used to create a changelog at a release, or to automatically tie into an issue tracking
system.

1.2.7 Distribution of Work

In our modern Internet age, life is becoming more and more distributed, and nowhere is
this more true than in software development. Open source projects are (almost by defini-
tion) developed in a distributed nature, by developers all over the world, but even in the
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closed source corporate world, distributed development can be a major issue. Regardless
of whether a developer is telecommuting from across town or an outsourcing firm in India,
distributed development can be difficult to deal with.

Version control can make dealing with distributed development easier, by automating
much of the workload of exchanging and merging the work of different developers. As de-
velopers work on their projects from remote corners of the globe, the repository makes the
latest work of their coworkers readily accessible at any time. Combined with good commu-
nication habits, using something like e-mail or instant messaging, distributed development
can become almost as painless as being the next cube over.

1.2.8 Rapid Development

Recent software development methodologies have been moving toward rapid, flexible de-
velopment, with processes like Extreme Programming (XP) and Agile Development being
adopted with increasing frequency. These rapid development methods accentuate policies
of small incremental change and frequent refactoring, which cry out for version control. By
using good version control practices, a project will maintain extremely useful code histo-
ries that delineate the many twists and turns rapidly developed code can take. Additionally,
the central repository of a version control system is perfect for automating the frequent
systems builds called for by an Agile process.

1.3 The Elements of Version Control

So, version control is, in its essence, exactly what its name purports it to be: the tracking,
controlling, and merging of different versions (called revisions) of a project over time. In
practice, as with almost anything, this is not nearly as simple as it sounds. Version control
systems are complex software tools with a wealth of different features that vary widely from
system to system. Conceptually, though, they are in fact fairly simple, and most version
control systems can be grasped with an understanding of a few basic concepts.

1.3.1 The Repository and Working Directory

Most version control systems store versioned projects in a central repository. The reposi-
tory may simply be a structured directory on a server with each versioned file stored sep-
arately, or it may be a database containing entries for the various files in a project. It may
even be a complex distributed system that redundantly stores t